Comparação de heurísticas aplicadas no algoritmo A\*
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# 1. Introdução

Publicado pela primeira vez em 1968 pelo grupo de pesquisadores do Instuto de pesquisa de Stanford[[1]](#footnote-1), o A-estrela (A\*) é um algoritmo de busca de caminho que utiliza uma combinação de aproximações heurísticas para resolver determinados tipos de problemas. A busca é realizada em um grafo começando de um vértice inicial, tendo como destino um vértice final. É frequentemente usado em muitos campos da ciência da computação devido à sua integridade, otimização e eficiência[[2]](#footnote-2), sendo suas principais aplicações voltadas a encontrar rotas de deslocamento entre localidades, além de ser preferencialmente utilizado em problemas de quebra-cabeça, como é o caso do N-Puzzle.

Por ser um algoritmo heurístico, um dos principais modificadores no desempenho do algoritmo A\* é a heurística aplicada, onde sua variação faz com que a execução siga diferentes caminhos. No entanto é notado que o algoritmo pode gerar um grande número de nós e que sua arvóre de busca pode crescer exageradamente, resultando em um grande uso de memória em determinadas situações, mas como destacado por Zeng and Church (2009) continua sendo o melhor solução em muitos casos.

Sendo assim, o objetivo deste trabalho é analisar o comportamento do algoritmo A\* utilizando 5 heurísticas diferentes, para resolver o problema do quebra-cabeça 15-puzzle, observando o tempo de execução e uso de memória entre elas. As heurísticas aplicadas são: o número de peças foras de lugar (de acordo com o tabuleiro destino), o número de peças fora de ordem na sequência numérica das 15 peças (seguindo a ordem das posições no tabuleiro destino), o somatório da Distância Manhattan para cada peça fora do lugar, a combinação linear entre heurísticas e o máximo valor entre heurísticas.

# 2. O problema

O jogo 15-Puzzle, também conhecido como jogo das 15 peças, trata-se de um quebra-cabeças de quinze peças, composto por um tabuleiro com 15 números, que trocam de lugar através de um espaço vazio. O objetivo é arranjar as peças em ordem, da esquerda para a direita, de cima a baixo[[3]](#footnote-3). É um problema popular para modelagem de heurísticas e utilização das mesmas.

O problema consiste em dado uma configuração inical qualquer do tabuleiro, é necessário descobrir a quantidade mínima de movimentos sequênciais para chegar à configuração final do tabuleiro final. A seguir é possível observar um exemplo de uma configuração inicial para o tabuleiro 1, e o tabuleiro 2 final.

|  |  |  |  |
| --- | --- | --- | --- |
| 5 |  | 9 | 13 |
| 1 | 2 | 10 | 14 |
| 3 | 6 | 7 | 11 |
| 4 | 8 | 12 | 15 |

Tabuleiro 1. Tabuleiro embaralhado

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 5 | 9 | 13 |
| 2 | 6 | 10 | 14 |
| 3 | 7 | 11 | 15 |
| 4 | 8 | 12 |  |

Tabuleiro 2. Tabuleiro final

# 3. Algoritmo A\*

O algoritmo A\* é um algoritmo para Busca de Caminho, que realiza a busca do caminho em um grafo de um vértice inicial até um vértice final. O processo utiliza uma estrutura de árvore de nós sucessores originados de nós pais, que se expande indefinidamente a cada iteração até alcançar o nó objetivo.

Para determinar qual nó sucessor seguir, o algoritmo realiza o cálculo da função em cada iteração. Essa função irá determinar através de um valor qual nó sucessor chega mais próximo do nó final, guiando assim as próximas iterações do algoritmo. Esta função é dada por:

No qual:

* é o custo do nó inicial até o nó
* é uma aproximação fornecida pela função heurística do custo do nó até o nó objetivo.

# 4. Heurísticas

Como explicado anteriormente o algoritmo A\* deve aplicar determinada heurística a fim de encontrar o caminho. Através delas é possível identificar a eficiência de cada uma, e como a mesma afeta o processo de execução.

## 4.1. 1 – Número de peças fora de lugar

Esta heurística consiste na contagem de peças fora do lugar tendo como base a configuração final. Considerando o exemplo do Tabuleiro 1 e o Tabuleiro 2, visto na seção 2, o a heurística retornará 8 peças fora do lugar. A complexidade desta heurística é linear já que percorrerá sequencialmente todo o tabuleiro verificando cada peça, logo como o tabuleiro permanece do mesmo tamanho, o tempo de execução é constante para cada chamada heurística.

**4.2.2** – **Número de peças fora de ordem de acordo com a sequência numérica**

Esta heurística consiste na contagem de peças fora do lugar tendo como base a configuração final. Basicamente a heurística olha para cada peça e verifica se a próxima na sequência (de acordo com o tabuleiro final) é sua sucessora em ordem númerica. Por exemplo, em uma peça de valor 5, espera-se que apróxima na sequência seja a número 6, caso contrário contabiliza fora de ordem.

No Tabuleiro 1 visto na seção 2, tem como retorno 9 peças fora de ordem, sendo elas em amarelo:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 5 | 1 | 3 | 4 | 0 | 2 | 6 | 8 | 9 | 10 | 7 | 12 | 13 | 14 | 11 | 15 |

**Tabela 1. Peças fora de ordem**

A complexidade da heurística é linear, já que deve percorrer todo o tabuleiro verificando as peças fora de ordem. A execução ocorre em tempo constante dado o tamnho fixo do tabuleiro.

**4.3.3** – **Distância Manhattan**

Esta heurística consiste no cálculo da distância Manhattan entre cada peça e seu respectivo lugar na configuração final. Ou seja, para cada peça fora de seu lugar soma a distância Manhattam (quantidade de deslocamentos) para colocar em seu devido lugar.

De maneira mais formal, podemos definir a distância de Manhattan entre dois pontos num espaço euclidiano com um sistema cartesiano de coordenadas fixo como a soma dos comprimentos da projecção da linha que une os pontos com os eixos das coordenadas[[4]](#footnote-4).

Por exemplo, num plano que contem os pontos 1 e 2, respectivamente com as coordenadas ( e é definido por:

Quando aplicado ao tabuleiro 15-puzzle, 1passa a ser a peça do tabuleiro desornedado e 2 a mesma peça no tabuleiro final. Novamente a complexidade deste algorito depende do tamanho do tabuleiro.

**4.4.4** –  **Combinação linear entre heurísticas**

# Nesta heurística ocorrerá a soma do resultado de heurísticas anteriores multiplicado por pesos, que totalizam 1.

# Onde foi definido:



A complexidade depende das heurísticas anteriores, assim como seu tempo de execução.

**4.5.4** –  **Máximo entre as heurísticas**

Está heurística utilizará o máximo das heurísticas anteriores, portanto sua complexidade também depende das mesmas.

# 5. Metodologia

Quando se trata de metodologia, foi necessário estabelecer recursos para que os testes possam ser feitos de forma justa. Esta seção dica-se a explicar os métodos e recursos utilizados no projeto.

**5.1. Máquina**

Foi utilizado uma máquina pessoal com as configurações a seguir[[5]](#footnote-5):

* Processador: Intel(R) Core(TM) i7-3770k CPU @ 3.50GHz;
* Memória RAM: 16.0GB;
* Disco: 100.6GB;
* GPU: RX580 8gb
* OS: Windows 10 Home

**5.2. Linguagem**

A linguagem utilizada foi o *python* 3.8[[6]](#footnote-6) .

**5.3. Métrica de tempo e memória**

Para calcular o tempo de execução foi utilizado o módulo *time.time()[[7]](#footnote-7)* e a verificação de memória através da biblioteca *sys[[8]](#footnote-8)* utilizando o método *getsizeof()* dos conjuntos A e F combinados.

**5.4. Estrutura dos dados**

Ao implementar o algoritmo A\* é necessário estabelecer uma estrutua de dados para armazenar adequadamente os conjuntos A e F, além da estrutura dos nós.

* O conjunto A: estados que já foram gerados, mas ainda não foram processados pelo algoritmo;
* O conjunto F: estados que já foram processados pelo algoritmo.

No projeto o nó foi estruturado como uma classe (*Node*), possuido o estado do tabuleiro (*state*), o pai que gerou o nó (*parent*), o custo de (*gcost*) o custo de (*hcost*) e uma função paro cálculo de , comno é mostrado na Figura 1.

![](data:image/jpeg;base64,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)

**Figura 1. Classe Node**

A estrutura fundamental do código A\* é a do conjunto A e F, que foi implementado em tabela hash, que existe por padrão em python com o uso de dicionário. As tabelas hash tem como chave uma *string* com o estado do tabuleiro (*iniTable.state*) e o nó (*iniTable*). Além disso, foi necessário um estrutura de heap para para armazenar o valor da função e a respectiva chave do dicionário. Como mostrado na figura a seguir:

![C:\Users\Felipe Diniz PC\Pictures\Capturar - heap.JPG](data:image/jpeg;base64,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)

**Figura 2. Estrutura do conjunto A e F**

Através da biblioteca *heapq[[9]](#footnote-9)* é possível utilizar a estrutura heap como heap minímo, para que seja possível recuperar o menor valor de sem percorrer todo conjunto A. Buscar uma chave em dicionário tem tempo constante de e encontrar o mínimo em um heap minímo pode ser feito em tempo constante, por fim verificar se um valor está em um dicionário tem tempo .

**5.5 Analise das linhas 9 e 10 do algoritmo A\* (versão II)**

As linhas 9 e 10 são responsáveis pela otimização da árvore, ou seja, dado um estado do tabuleiro (nó), essa parte do código irá verificar se o estado já foi descoberto anteriormente e está no conjunto A, se sim, caso o caminho atual encontrado para esse nó for menor (considerando ) do que o que está em A, irá removê-lo de A.

Esse processo do algoritmo influência diretamente no uso de recurso do mesmo. A memória não armazenará caminhos que foram encontrados com o maior otimizando o armazenamento, conseqüentemente o desempenho de processamento também é afetado por não processar os caminhos desnecessário.

# 6. Casos de testes

# Dez configurações iniciais para o tabuleiro foram fornecidas pelo professor, (onde 0 representa o espaço em branco), para a comparação das heurísticas. Os testes são:

|  |  |
| --- | --- |
| Testes | Configuração inicial |
| 1 | 0 2 9 13 3 1 5 14 4 7 6 10 8 11 12 15 |
| 2 | 3 2 1 9 0 5 6 13 4 7 10 14 8 12 15 11 |
| 3 | 2 1 9 13 3 5 10 14 4 6 11 15 7 8 12 0 |
| 4 | 9 13 10 0 5 2 6 14 1 7 11 15 3 4 8 12 |
| 5 | 4 3 2 1 8 10 11 5 12 6 0 9 15 7 14 13 |
| 6 | 9 13 14 15 5 6 10 8 0 1 11 12 7 2 3 4 |
| 7 | 10 6 2 1 7 13 9 5 0 15 14 12 11 3 4 8 |
| 8 | 6 2 1 5 4 10 13 9 0 8 3 7 12 15 11 14 |
| 9 | 10 13 15 0 5 9 14 11 1 2 6 7 3 4 8 12 |
| 10 | 5 9 13 14 1 6 7 10 11 15 12 0 8 2 3 4 |

**Tabela 2. Casos testes**

A partir das configurações iniciais poderá ser testado o consumo de tempo e de memória em cada heurística, comparando o desempenho das mesmas. O consumo de memória é interessante pois é um dos possíveis limitadores do algoritmo A\*, logo rastrear a quantidade de memória sendo utilizada é essencial para medir a eficiência do algoritmo.

# 7. Resultado e análise

A seguir veremos o número de movimentos minímos para chegar ao tabuleiro final para cada caso de teste, ou seja o resultado esperado pelo algoritmo.

|  |  |
| --- | --- |
| Testes | Número de movimentos |
| 1 | 18 |
| 2 | 19 |
| 3 | 12 |
| 4 | 21 |
| 5 | 38 |
| 6 | 32 |
| 7 | 38 |
| 8 | 32 |
| 9 | 27 |
| 10 | 29 |

**Tabela 3. Casos testes**

Agora podemos partir para análise das métricas de memória e tempo.

# 7.2. Consumo de memória

O consumo de memória, de acordo com a heurística, é o principal fator limitante do algoritmo A\*. Em algumas das heurística não foi possível executar todos os teste pois houve estouro de memória. A seguir a Tabela 4 indica a quantidade de memória utilizada em cada teste por cada uma das cinco heurísticas. “N/A” indica que houve estouro de memória.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Testes |  |  |  |  |  |
| 1 | 46 KB | 110.7 KB | 3.48 KB | 14.08 KB | 6.9 KB |
| 2 | 27 KB | 221.3 KB | 1.8 KB | 6.9 KB | 3.4 KB |
| 3 | 2.9 KB | 6.96 KB | 1.8 KB | 1.8 KB | 1.8 KB |
| 4 | 110 KB | 442.5 KB | 14.0 KB | 27.8 KB | 14 KB |
| 5 | N/A | N/A | 6.98 KB | 7.86 MB | 6.9 KB |
| 6 | 62.90 MB | N/A | 14.0 KB | 884.9 KB | 221.3 KB |
| 7 | N/A | N/A | 27.8 KB | 31.4 MB | 1.90 MB |
| 8 | 83.88 MB | 251.6 MB | 55.4 KB | 1.9 MB | 110.7 KB |
| 9 | 3.93 MB | 125.8 MB | 3.44 KB | 184.5 KB | 110.7 KB |
| 10 | 31.45 MB | 167.7 MB | 110.7 KB | 884.9 KB | 442.5 KB |

**Tabela 4. Consumo de memória**

# 7.2. Consumo de tempo

# Quando se trata do consumo de tempo, como já explicado anteriormente, cada heurística pode influênciar muito no desempenho do algoritmo, fazendo com que uma seja computacionalmente viável e outra não. Essa diferença resulta em um comportamento diretamente ligado ao tempo, podendo demorar mais para chegar ao resultado esperado. É importante ressaltar que a prioridade da implementação neste projeto foi o tempo e não o consumo de memória. A seguir na Tabela 5 podemos ver os resultados de cada teste para cada uma das 5 heurísticas aplicadas.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Testes |  |  |  |  |  |
| 1 | 0.05 s | 0.1 s | 0.005 s | 0.019 s | 0.011 s |
| 2 | 0.008 s | 0.331 s | 0.006 s | 0.011 s | 0.008 s |
| 3 | 0.003 s | 0.009 s | 0.004 s | 0.006 s | 0.004 s |
| 4 | 0.146 s | 0.437 s | 0.015 s | 0.04 s | 0.026 s |
| 5 | N/A | N/A | 0.009 s | 10.115 s | 0.013 s |
| 6 | 1654.09 s | N/A | 0.019 s | 1.899 s | 0.354 s |
| 7 | N/A | N/A | 0.041 s | 43.304 s | 4.604 s |
| 8 | 3195.30 s | 6839.46 s | 0.056 s | 2.069 s | 0.158 s |
| 9 | 3.78 s | 3990.22 s | 0.004 s | 0.306 s | 0.19 s |
| 10 | 549.5 s | 5087.92 s | 0.125 s | 1.811 s | 0.783 s |

**Tabela 5. Consumo de tempo (em segundos)**

**7.3 Analise entre as heurísticas**

Este tópico analisará dentre os testes, qual método teve o melhor desempenho de tempo e o menor consumo de memória. A seguir veremos algumas tabelas de comparação de tempo médio e memória média entre cada heurística dos testes que não houveram estouro, visto na tabela 3 e 4 anteriormente.

|  |  |
| --- | --- |
| Tempo médio | Memória média |
| 4.25 vezes mais rápido que | utiliza 464% do espaço da |
| 16,020 vezes mais lento que | utiliza 0.16% do espaço da |
| 879 vezes mais lento que | utiliza 1.81% do espaço da |
| 2,443 vezes mais lento que | utiliza 0.59% do espaço da |

**Tabela 5. Comparação da ) com as demais heurísticas**

|  |  |
| --- | --- |
| Tempo médio | Memória média |
| 4.25 vezes mais lento que | utiliza 21.55% do espaço da |
| 68,020 vezes mais lento que | utiliza 0.04% do espaço da |
| 3,730 vezes mais lento que | utiliza 0.39% do espaço da |
| 10,37 vezes mais lento que | Utiliza 0.13% do espaço da |

**Tabela 6. Comparação da** **)** **com as demais heurísticas**

|  |  |
| --- | --- |
| Tempo médio | Memória média |
| 16,020 vezes mais rápida que | utiliza 61,477% do espaço da |
| 68,027 vezes mais rápida que | utiliza 285,271% do espaço da |
| 18 vezes mais rápida que | utiliza 1,113% do espaço da |
| 6.5 vezes mais rápida que | utiliza 362% do espaço da |

**Tabela 7. Comparação da  *)* da com as demais heurísticas**

|  |  |
| --- | --- |
| Tempo médio | Memória média |
| 879.5 vezes mais rápida que | utiliza 5,525% do espaço da |
| 3,734 vezes mais rápida que | utiliza 25,640% do espaço da |
| 18 vezes mais lenta que | utiliza 9% do espaço da |
| 2.78 vezes mais lenta que | utiliza 33% do espaço da |

**Tabela 8. Comparação da  *)* da com as demais heurísticas**

|  |  |
| --- | --- |
| Tempo médio | Memória média |
| 2,443 vezes mais rápida que | utiliza 16,984% do espaço da |
| 10,377 vezes mais rápida que | utiliza 78,809% do espaço da |
| 6.56 vezes mais lenta que | utiliza 28% do espaço da |
| 2.78 vezes mais rápida que | utiliza 307% do espaço da |

**Tabela 9. Comparação da  *)* da com as demais heurísticas**

É perceptível que após todos os testes processados a (peças fora de ordem de acordo com a sequência numérica) é a mais custosa, tanto em tempo quanto em memória comparada as demais (Tabela 6). Já a heurística mais rápida e com menor consumo de memória é a (distância Manhattan) (Tabela 7). Também notou-se que tanto a heurística 1 quanto a heurística 2 não foram capazes de processar todos os testes, pois houve estouro de memória.

# 8. Conclusão

Conclui-se que a estrutura de dados arvore A\* é influenciada pela heurística aplicada pra resolução do problema, porém caso utilizado uma heurística ineficiente o algoritmo gerará uma arvore muito profunda, consumindo muita memória e tempo.

Após analisarmos cada heurística aplicada na arvore A\*, fica nítido a discrepância de desempenho entre as heurísticas, sendo a heurística 3 (distância Manhattan) a melhor delas. Isso ocorre porque a heurística 3 diferente das demais, contabiliza uma informação mais precisa de cada elemento do tabuleiro do que as outras heurísticas, melhorando a escolha dos seus sucessores.

Em trabalhos futuros pode ser realizado mais testes para melhorar a precisão das comparações entre as heurísticas.
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